# Easy Questions:

1. Merge two sorted Arrays of integers into Single Array in O(n) time.
2. Second Largest number in an Array of integers in O(n) time.
3. String Reversal in O(n) time.
4. Check if String and list are same like: list = ["I","Like","Apple"] and str = "I Like Apple" are same in O(n) time.
5. Find duplicates in an array in O(n) time.
6. Find the occurrence of an integer in the array in linear time.
7. Write a program to sort the given array in nlog(n) time.
8. Print the no. occurrences of alphabets in a string. Using arrays and time complexity should be O(n).

Input: s = "abcabcbb"

Output: {a:2, b:4, c:2}

Input: s = "bbbbb"

Output: {b:4}

Explanation: The answer is "b", with the length of 1.

1. Find the very first non-repeating character in a string array

Input: String [] strArr={“apple”,”aappllee”,””,”aabbcde”,”kettle”};

Output: Character [] chArr={‘a’,’0’,’\u0000’,’c’,’k’};

1. Given a linked list of size N. The task is to reverse every k node (where k is an input to the function) in the linked list. If the number of nodes is not a multiple of k, then left-out nodes, in the end, should be considered as a group and must be reversed (See Example 2 for clarification).

Input:

LinkedList: 1->2->2->4->5->6->7->8

K = 4

Output: 4 2 2 1 8 7 6 5

Explanation:

The first 4 elements 1,2,2,4 is reversed first

and then the next 4 elements 5,6,7,8. Hence, the

resultant linked list is 4->2->2->1->8->7->6->5.

1. Add two numbers represented using Linked List and store the output in linked list.
2. Check if Singly Linked List is cyclic or not.
3. Calculate Height of Binary Tree.
4. Check Tree is Perfect Binary Tree or not. Perfect Binary tree is one where every node has either 0 or 2 children.
5. Check if tree is complete Binary tree or not.
6. Print nodes of Left view of tree and right view of binary tree.

# Medium Questions:

1. Given a list of lists that contains arrival and departure of N number of trains e.g.: {{A1,D1},{A2,D2}...{An,Dn}},  
   Calculate min number of platforms needed so that there are no conflicts.
2. Count Number of complete Nodes in a Binary Tree. Complete node is those who has both right and left child.
3. Find the missing number in an integer array of N-1 numbers such that it contains only distinct integers from 1 to N.  
   N=5, list --> {1,2,5,3}  
   Output: 4  
   N=10, {6,1,2,8,3,4,7,10,5}  
   Output: 9
4. Given an array of integers where each element represents the max number of steps that can be made forward from that element. Write a function to return the minimum number of jumps to reach the end of the array (starting from the first element). If an element is 0, they cannot move through that element. If the end isn’t reachable, return -1.  
   Input: arr[] = {1, 3, 5, 8, 9, 2, 6, 7, 6, 8, 9}  
   Output: 3 (1-> 3 -> 9 -> 9)  
   Explanation: Jump from 1st element to 2nd element as there is only 1 step, now there are three options 5, 8 or 9. If 8 or 9 is chosen then the end node 9 can be reached. So, 3 jumps are made.
5. Given an array of N integers, and an integer K, find the number of pairs of elements in the array whose sum is equal to K.
6. Check if Binary tree is Balanced Binary Tree or not.
7. Given a string s, find the length of the longest substring without repeating characters.

Example 1:

Input: s = "abcabcbb"

Output: 3

Explanation: The answer is "abc", with the length of 3.

Example 2:

Input: s = "bbbbb"

Output: 1

Explanation: The answer is "b", with the length of 1.

Example 3:

Input: s = "pwwkew"

Output: 3

Explanation: The answer is "wke", with the length of 3.

Note that the answer must be a substring, "pwke" is a subsequence and not a substring.

Example 4:

Input: s = ""

Output: 0

1. Find the maximum amount of water that can be trapped within a given set of bars where each bar’s width is 1 unit.  
   For example,  
   Input: An array containing height of bars {7, 0, 4, 2, 5, 0, 6, 4, 0, 5}![Trapping Rain Water bars](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAaMAAAFECAYAAACK1FHOAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABSYSURBVHhe7dwhk1XXtgXg/IuWkZGIK5BIJBIZGYnkJyCRkUhkZCQSibwSGYlEnndO052QZIl5a1TtPed631c1qt5bd4uTMdfu2dCd/HABgJNZRgCczjIC4HSWEQCns4wAOJ1lBMDpLCMATldaRj/88EP7ADBXeRn95z//aRvLCGA2ywiA01lGAJzOMgLgdJYRAKezjAA4nWUEwOksIwBOZxkBcDrLCIDTWUYAnM4yAuB0lhEAp7OMADidZQTA6SwjAE5nGQFwOssIgNNZRgCczjIC4HSWEQCns4wAOJ1lBMDpLCMATmcZAXA6ywiA01lGAJzOMgLgdJYRAKezjAA4nWUEwOksIwBOZxkBcDrLCIDTWUYAnM4yAuB0lhEAp7OMADidZQTA6Swj2Nzt/egesIxgc95fJrCMYHPeXyawjGBz3l8msIxgc95fJrCMYHPeXyawjGBz3l8msIxgc95fJrCMYHPeXyawjGBz3l8msIxgc95fJrCMYHPeXyawjGBz3l8msIxgc95fJrCMYHPeXyawjGBz3l8msIxgc95fJrCMYHPeXyawjGBz3l8msIxgc95fJrCMYHPeXyawjGBz3l8msIxgc95fJrCMYHPeXyawjGBz3l8msIxgc95fJrCMYHPeXyawjGBz3l8msIxgc95fJrCMYHPeXyawjGBz3l8msIxgc95fJrCMYHPeXyawjGBz3l8msIxgc95fJrCMYHPeXyawjGBz3l8msIxgc95fJrCMYHPeXyawjGBz3l8msIxo7zbf7uns9vlW702XdO+vu+/vYddUWEa05/5l9Le3XeZrGdGe+5fR3952ma9lRHvuX0Z/e9tlvpYR7bl/Gf3tbZf5Wka05/5l9Le3XeZrGdGe+5fR3952ma9lRHvuX0Z/e9tlvpYR7bl/Gf3tbZf5Wka05/5l9Le3XeZrGdGe+5fR3952ma9lRHvuX0Z/e9tlvpYR7bl/Gf3tbZf5Wka05/5l9Le3XeZrGdGe+5fR3952ma9lRHvuX0Z/e9tlvpYR7bl/Gf3tbZf5Wka05/5l9Le3XeZrGdGe+5fR3952ma9lRHvuX0Z/e9tlvpYR7bl/Gf3tbZf5Wka05/5l9Le3XeZrGdGe+5fR3952ma9lRHvuX0Z/e9tlvpYR7bl/Gf3tbZf5Wka05/5l9Le3XeZrGdGe+5fR3952ma9lRHvuX0Z/e9tlvpYR7bl/Gf3tbZf5Wka05/5l9Le3XeZrGdGe+5fR3952ma9lRHvuX0Z/e9tlvpYR7bl/Gf3tbZf5Wka05/5l9Le3XeZrGdGe+5fR3952ma9lRHvuX0Z/e9tlvpYR7bl/Gf3tbZf5Wka05/5l9Le3XeZrGdGe+5fR3952ma9lRHvuX0Z/e9tlvpbRAW6fr3s6u32+1dy7RH9ZHu9g53R2+3yrXruk2l/pqV3+Yc+iv4z+MhP6W513iflmqfZXesplyegvo7/MhP5W511ivlmq/ZWeclky+svoLzOhv9V5l5hvlmp/padcloz+MvrLTOhvdd4l5pul2l/pKZclo7+M/jIT+ludd4n5Zqn2V3rKZcnoL6O/zIT+VuddYr5Zqv2VnnJZMvrL6C8zob/VeZeYb5Zqf6WnXJaM/jL6y0zob3XeJeabpdpf6SmXJaO/jP4yE/pbnXeJ+Wap9ld6ymXJ6C+jv8yE/lbnXWK+War9lZ5yWTL6y+gvM6G/1XmXmG+Wan+lp1yWjP4y+stM6G913iXmm6XaX+kplyWjv4z+MhP6W513iflmqfZXesplyegvo7/MhP5W511ivlmq/ZWeclky+svoLzOhv9V5l5hvlmp/padcloz+MvrLTOhvdd4l5pul2l/pKZclo7+M/jIT+ludd4n5Zqn2V3rKZcnoL6O/zIT+VuddYr5Zqv2VnnJZMvrL6C8zob/VeZeYb5Zqf6WnXJaM/jL6y0zob3XeJeabpdpf6SmXJaO/jP4yE/pbnXeJ+Wap9ld6ymXJ6C+jv8yE/lbnXWK+War9lZ5yWTL6y+gvM6G/1XmXmG+Wan+lp1yWjP4y+stM6G913iXmm6XaX+kplyWjv4z+MhP6W513iflmqfZXesplyegvo7/MhP5W511ivlmq/ZWeclky+svoLzOhv9V5l5hvlmp/padcloz+MvrLTOhvdd4l5pul2l/pKZclo7+M/jIT+ludd4n5Zqn2V3rKZcnoL6O/zIT+VuddYr5Zqv2VnnJZMvrL6C8zob/VeZeYb5Zqf6WnXJaM/jL6y0zob3XeJeabpdpf6SmXJaO/jP4yE/pbnXeJ+Wap9ld6ymXJ6C+jv8yE/lbnXWK+War9lZ5yWTL6y+gvM6G/1XmXmG+Wan+lp1yWjP4y+stM6G913iXmm6XaX+kplyWjv4z+MhP6W513iflmqfZXesplyegvo7/MhP5W511ivlmq/ZWeclky+svoLzOhv9V5l5hvlmp/padcloz+MvrLTOhvdd4l5pul2l/pKZclo7+M/jIT+ludd4n5Zqn2V3rKZcnoL6O/zIT+VuddYr5Zqv2VnnJZMvrL6C8zob/VeZeYb5Zqf6WnXJaM/jL6y0zob3XeJeabpdpf6SmXJaO/jP4yE/pbnXeJ+Wap9ld6ymXJ6C+jv8yE/lbnXWK+War9lZ5yWTL6y+gvM6G/1XmXmG+Wan+lp1yWjP4y+stM6G913iXmm6XaX+kplyWjv4z+MhP6W513iflmqfZXesplyegvo7/MhP5W511ivlmq/ZWeclky+svoLzOhv9V5l5hvlmp/padcloz+MvrLTOhvdd4l5pul2l/pKZclo7+M/jIT+ludd4n5Zqn2V3rKZcnoL6O/zIT+VuddYr5Zqv2VnnJZMvrL6C8zob/VeZeYb5Zqf6WnXJaM/jL6y0zob3XeJeabpdpf6SmXJaO/jP4yE/pbnXeJ+Wap9ld6ymXJ6C+jv8yE/lbnXWK+War9lZ5yWTL6y+gvM6G/1XmXmG+Wan+lp1yWjP4y+stM6G913iXmm6XaX+kplyWjv4z+MhP6W513iflmqfZXesplyegvo7/MhP5W511ivlmq/ZWeclky+svoLzOhv9V5l5hvlmp/padcloz+MvrLTOhvdd4l5pul2l/pKZclo7+M/jIT+ludd4n5Zqn2V3rKZcnoL6O/zIT+VuddYr5Zqv2VnnJZMvrL6C8zob/VeZeYb5Zqf6WnXJaM/jL6y0zob3XeJeabpdpf6SmXJaO/jP4yE/pbnXeJ+Wap9ld6ymXJ6C+jv8yE/lbnXWK+War9lZ5yWTL6y+gvM6G/1XmXmG+Wan+lp1yWjP4y+stM6G913iXmm6XaX+kplyWjv4z+MhP6W513iflmqfZXesplyegvo7/MhP5W511ivlmq/ZWeclky+svoLzOhv9V5l5hvlmp/padcloz+MvrLTOhvdd4l5pul2l/pKZclo7+M/jIT+ludd4n5Zqn2V3rKZcnoL6O/zIT+VuddYr5Zqv2VnnJZMvrL6C8zob/VeZeYb5Zqf6WnXJbMhP66Z/W5u+T2+Tqb0N/qvEvMN0u1P8voABP6W513ifuXMd8s5pul2p9ldIAJ/a3Ou8T9y5hvFvPNUu3PMjrAhP5W513i/mXMN4v5Zqn2ZxkdYEJ/q/Mucf8y5pvFfLNU+7OMDjChv9V5l7h/GfPNYr5Zqv1ZRgeY0N/qvEvcv4z5ZjHfLNX+LKMDTOhvdd4l7l/GfLOYb5Zqf5bRASb0tzrvEvcvY75ZzDdLtT/L6AAT+ludd4n7lzHfLOabpdqfZXSACf2tzrvE/cuYbxbzzVLtzzI6wIT+Vudd4v5lzDeL+Wap9mcZHWBCf6vzLnH/MuabxXyzVPuzjA4wob/VeZe4fxnzzWK+War9WUYHmNDf6rxL3L+M+WYx3yzV/iyjA0zob3XeJe5fxnyzmG+Wan+W0QEm9Lc67xL3L2O+Wcw3S7U/y+gAE/pbnXeJ+5cx3yzmm6Xan2V0gAn9rc67xP3LmG8W881S7c8yOsCE/lbnXeL+Zcw3i/lmqfZnGR1gQn+r8y5x/zLmm8V8s1T7s4wOMKG/1XmXuH8Z881ivlmq/VlGB5jQ3+q8S9y/jPlmMd8s1f4sowNM6G913iXuX8Z8s5hvlmp/ltEBJvS3Ou8S9y9jvlnMN0u1P8voABP6W513ifuXMd8s5pul2p9ldIAJ/a3Ou8T9y5hvFvPNUu3PMjrAhP5W513i/mXMN4v5Zqn2ZxkdYEJ/q/Mucf8y5pvFfLNU+7OMDjChv9V5l7h/GfPNYr5Zqv1ZRgeY0N/qvEvcv4z5ZjHfLNX+LKMDTOhvdd4l7l/GfLOYb5Zqf5bRASb0tzrvEvcvY75ZzDdLtT/L6AAT+ludd4n7lzHfLOabpdqfZXSACf2tzrvE/cuYbxbzzVLtzzI6wIT+Vudd4v5lzDeL+Wap9mcZHWBCf6vzLnH/MuabxXyzVPuzjA4wob/VeZe4fxnzzWK+War9WUYHmNDf6rxL3L+M+WYx3yzV/iyjA0zob3XeJe5fxnyzmG+Wan+W0QEm9Lc67xL3L2O+Wcw3S7U/y+gAE/pbnXeJ+5cx3yzmm6Xan2V0gAn9rc67xP3LmG8W881S7c8yOsCE/lbnXeL+Zcw3i/lmqfZnGR1gQn+r8y5x/zLmm8V8s1T7s4wOMKG/1XmXuH8Z881ivlmq/VlGB5jQ3+q8S9y/jPlmMd8s1f4sowNM6G913iXuX8Z8s5hvlmp/ltEBJvS3Ou8S9y9jvlnMN0u1P8voABP6W513ifuXMd8s5pul2p9ldIAJ/a3Ou8T9y5hvFvPNUu3PMjrAhP5W513i/mXMN4v5Zqn2ZxkdYEJ/q/Mucf8y5pvFfLNU+7OMDjChv9V5l7h/GfPNYr5Zqv1ZRgeY0N/qvEvcv4z5ZjHfLNX+LKMDTOhvdd4l7l/GfLOYb5Zqf5bRASb0tzrvEvcvY75ZzDdLtT/L6AAT+ludd4n7lzHfLOabpdqfZXSACf2tzrvE/cuYbxbzzVLtzzI6wIT+Vudd4v5lzDeL+Wap9mcZHWBCf6vzLnH/MuabxXyzVPuzjA4wob/VeZe4fxnzzWK+War9WUYHmNDf6rxL3L+M+WYx3yzV/iyjA0zob3XeJe5fxnyzmG+Wan+W0QEm9Lc67xL3L2O+Wcw3S7U/y+gAE/pbnXeJ+5cx3yzmm6Xan2V0gAn9rc67xP3LmG8W881S7c8yOsCE/lbnXeL+Zcw3i/lmqfZnGR1gQn+r8y5x/zLmm8V8s1T7s4wOMKG/1XmXuH8Z881ivlmq/VlGB5jQ3+q8S9y/jPlmMd8s1f4sowNM6G913iXuX8Z8s5hvlmp/ltEBJvS3Ou8S9y9jvlnMN0u1P8voABP6W513ifuXMd8s5pul2p9ldIAJ/a3Ou8T9y5hvFvPNUu3PMjrAhP5W513i/mXMN4v5Zqn2ZxkdYEJ/q/Mucf8y5pvFfLNU+7OMDjChv9V5l7h/GfPNYr5Zqv1ZRgeY0N/qvEvcv4z5ZjHfLNX+LKMDTOhvdd4l7l/GfLOYb5Zqf+Vl1D2drT6v7JXOVp9X/rd0tvq83VLRu2UA/l+wjAA4nWUEwOksIwBOZxkBcDrLCIDTWUYAnM4yAuB0lhEAp7OMADidZQTA6SwjAE5nGQFwOssIgNMdt4w+vln+p8Xv8+bjw0Nn+3L5+Pbny9Mfb5/rx8vTn3+9fPry8D818+X3Xy53rbq7+Xr57/tXl+c/3d3P9cenP1/efuxU4KfLm7vv7t1DelQ44+798eHt5eXjfJ+/urz/79eH/6WXfu/HhPme+35YRt/5/O75vz/b83eXzw//extffr/88nhpGi2jP357+e0LwN/y9PL208MDZ/v8/vLiX5+vxzKacPeW833y5vKx2z5q+H6M+Npy8vtx3l/Tff1weXW7MHcvL+9bTOTjw3cFLy7v7j/P58u7F7f//67Jd86Pvl4+vPr2nel92ny4a1/Pbp/pyeX1h9u3fF8uH14/uf+Md296bKOvH1416+zRhLv36fL2yfUz/fm+fr68v37Gu5+eXf/0e/9AEx3fjxlfW85+P05aRo8X5u7ysscmut6Pd5dnt0G8eH/54/Ho/Yv74bzo8hmvbhfm9t3pixffPlubL6zXby5eP3t2+enu+p3yw9Hl4+tWn/HT22/L8cmz59fPeftC+vLya4e/K5lw9x6/a3714fr29tXy/RjyteXs9+OcZfTp7eXpbTid/pj6+NeI31/eZl9ML18/Xl7fvju9XurPq8/bytdrfbfLfXf9k1KHL19/XH57ee3r1tnf8vzhu9UTTbh7D5/x+Zt3l7cvfrz/v9v9zKjr+zFhvg3ejxOW0fVPRa+//amoxxepB8sL0+hC//nF/eFytPps//b5/cPPF25fGB7OzvXp8uvtT24/3v6a6XbvGv01Yvu7d/X4ef6Zu5eX3x6/3T9V4/djwnwbvB/HL6Mvv11+vg3hydvrP34jywvT57uXr9fP8uT6WZ4/fpvS7jL/5c9F9PTNpdUv0/3TY4ff/fXJKZrfvXuPn/HJ68v9jwS/+2L1pMFvqLR+PybMd+Xg9+PwZXT7lcsuF/hvmv+97sc31892+3zLfPdzmpP9tYgev2g18enXy/NnTy8/fv8ntceX7Zffr19aTzTiZ0YPn/FvX1D7fMFv/X5MmG+D9+PwZfTx9bcL8rrbNwS3H8A3/o2XCcvo6/Xy3v8ssM1vSH7nz/k+vc7z9mr99Z39n99Nn6X53fvm4TfC7n55+Gu5v/p7dnZ/V63fjwnzbfB+HLyMvv066G0o74/4c9//6NPbp/fl/y0d/z2jm0bflX7z8Ku//+yv0Wdc/rset79KbPCjywl3b/nvGbX5mdE/NHs/Jsz37Pfj4GV0/e7q/h/y1aXT7y785cv1T6sz/gsM7ZbRpzf//kL1mDYL85/zfdvoZ1oT7t73/4WNu8tPjf8LDP2+WZsw33Pfj+N/gQEA/sEyAuB0lhEAp7OMADidZQTA6SwjAE5nGQFwOssIgNNZRgCczjIC4HSWEQAnu1z+D/gswAfvRfOEAAAAAElFTkSuQmCC)

The maximum amount of water that can be trapped is 25, as shown below (blue).
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# Algorithmic Questions:

1. Given an input string, write a function that returns the Run Length Encoded string for the input string.

For example,

if the input string is “wwwwaaadexxxxxx”,

then the function should

return “w4a3d1e1x6”

Expected Time Complexity: O(n)

1. Let 1 represent ‘A’, 2 represents ‘B’, and so on. Given a digit sequence, count the number of possible decoding’s of the given digit sequence.

Input:

digits[] = "121"

Output: 3

The possible decoding's are

"ABA", "AU", "LA"

Input:

digits[] = "1234"

Output: 3

The possible decoding's are

"ABCD", "LCD", "AWD"

Expected Time Complexity: O(n)

1. Given an array of strings strings, group the anagrams together. You can return the answer in any order.

An Anagram is a word or phrase formed by rearranging the letters of a different word or phrase, typically using all the original letters exactly once.

Input:

strs = ["eat","tea","tan","ate",

"nat","bat"]

Output:

[["bat"],["nat","tan"],

["ate","eat","tea"]]

Expected Time Complexity: O(n)

1. Given a file containing data of student name and marks scored by him/her in 3 subjects. The task is to find the list of students having the maximum average score.

If more than one student has the maximum average score, print them as per the order in the file.

Input:

file[] = {“Shrikanth”, “20”, “30”,

“10”, “Ram”, “100”, “50”, “10”}

Output:

Ram 53

Average scores of Shrikanth, Ram are 20 and 53 respectively. So Ram has the maximum average score of 53.

Expected Time Complexity: O(n)

1. Given a linked list, write a function to reverse every k nodes (where k is an input to the function).

Input:

1->2->3->4->5->6->7->8->NULL, K = 3

Output:

3->2->1->6->5->4->8->7->NULL

Expected Time Complexity: O(n)

Auxiliary Space: O(n/k).

1. Given a Binary Search Tree (BST) and a positive integer k, find the k’th largest element in the Binary Search Tree.
2. Given an unsorted array arr[0..n-1] of size n, find the minimum length subarray arr[s..e] such that sorting this subarray makes the whole array sorted.

Example: If the input array is [10, 12, 20, 30, 25, 40, 32, 31, 35, 50, 60], your program should be able to find that the subarray lies between indexes 3 and 8.

1. Given a binary array, in which, moving an element from index i to index j requires abs(i – j) cost. The task is to find the cost to move all 1s to each index of the given array.

Input:

arr[] = {0, 1, 0, 1}

Output:

4 2 2 2

Explanation:

Moving elements from index 1, index 3 to index 0 requires abs(0 – 1) + abs(0 – 3) = 4.

Moving elements from index 1, index 3 to index 1 requires abs(1 – 1) + abs(1 – 3) = 2.

Moving elements from index 1, index 2 to index 2 requires abs(2 – 1) + abs(2 – 3) = 2.

Moving elements from index 1, index 2 to index 3 requires abs(3 – 1) + abs(3 – 3) = 2.

Therefore, the required output is 4 2 2 2.

1. Problem of placing N chess queens on an N×N chessboard so that no two queens attack each other.

The expected output is a binary matrix which has 1s for the blocks where queens are placed.

For example, following is the output matrix for above 4 queen solution.

{ 0, 1, 0, 0}

{ 0, 0, 0, 1}

{ 1, 0, 0, 0}

{ 0, 0, 1, 0}

Solution: Use Recursion and Backtracking

1. Given an array of random numbers, push all the zeroes of a given array to the end of the array. For example, if the given array is {1, 9, 8, 4, 0, 0, 2, 7, 0, 6, 0}, it should be changed to {1, 9, 8, 4, 2, 7, 6, 0, 0, 0, 0}. The order of all other elements should be same.

Expected time complexity is O(n) and extra space is O(1).

1. Arrange the number in an array in the form of sine wave

ie alternate number have to be in increasing then decreasing order

Sample case:

1. 4,12,17,19,0,3,8  
     
   Ans  
   4 17 12 19 0 8 3  
     
     
   4 is smaller than 17  
   17 is bigger than 12  
   12 is smaller than 19  
   19 is bigger than 0  
   and so on an alternate sequence
2. Draw and explain LLD of a vending machine